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ABSTRACT

We compare the two well-known global optimization
methods, simulated annealing and genetic optimization, to
a local gradient-based optimization technique. We rate the
applicability of each method in terms of the minimal achiev-
able target value for a given number of simulation runs in an
inverse modeling application.

The gradient-based optimizer used in the experiment is
based on the Levenberg-Marquardt algorithm. The actual
implementation (Immin) was taken from MINPACK [1]. The
genetic optimizer (genopt) is based on GALIB [2]. For the
simulated annealing [3] optimizer (siman) an implementa-
tion by L. Ingber was taken. All optimizers are capable of
evaluating several targets in parallel.
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1 INTRODUCTION

In our inverse modeling experiment the dopant concen-
tration profile of an NMOS transistor should be identified.
We use the deviation of computed IpVp and IpVg curves
from measured ones as a target for optimization. The tar-
get function as delivered to the optimizer is determined by
V(Z-%) /N where Z is the N-dimensional error vector.
The error vector is computed as a modified relative error:
100 - (1 - I./I) for I. < I, and 100 - (I, /I, — 1) oth-
erwise [4], where I, and I, denote the computed and mea-
sured currents, respectively. The dopant profiles are approx-
imated by Pearson Type IV functions as described in [5].
Fig. 1 shows the two-dimensional model of the device un-
der consideration. The elliptically shaped regions denote the
analytical dopant concentrations. Fig. 2 shows a plot of the
donor and acceptor concentrations and the geometry of a typ-
ical device. A total of 27 free parameters was optimized. In
order to utilize a cluster of workstations we used our sim-
ulation environment SIESTA [6], [7] to distribute the com-
putational load. For the extraction of the curves the device
simulator MINIMOS-NT [8], [9] was used.
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Figure 1: Two-dimensional device model with analytical
doping peaks

2 OPTIMIZERS
2.1 Gradient-Based Optimizer

A gradient-based optimizer approximates the target func-
tion by a terminated Taylor series expansion:
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The actual optimization is performed iteratively. The di-
rection and step width are determined by numerically com-
puting the JACOBIAN and HESSIAN matrices of the target
function. Our optimizer uses a finite-difference approxima-
tion of the first derivatives thus two evaluations for each pa-
rameter are necessary. The second derivatives are computed
by using the gradient of the recent and of the last step and
the HESSIAN of the last step (Broyden-Fletcher-Goldfarb-
Shanno update [10]). The evaluations are independent from
each other which means they can be carried out in parallel.
The dependence of the number of evaluations on the num-
ber of free parameters limits the scalability of the optimizer
and thus the utilization of the workstation cluster (for a small
number of parameters).

The performance of the gradient-based methods
strongly depends on the initial values supplied. Several
optimization runs with different initial guesses might be
necessary if no a priori knowledge (e.g., the result of a
process simulation) about the dopant concentration profile
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Figure 2: Plot of device with donors and acceptors
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Figure 3: Progress of the gradient-based optimizer

is applied. Fig. 3 shows the evolution of the target values
for a certain initial guess. In this example the optimizer
was stopped at a local minimum. Care must be taken to
provide physically sound bounds for all parameters to avoid
simulation failures.

2.2 Genetic Algorithms

Genetic algorithms go back to [11]. A genetic algorithm
(GA) is a so called population based search strategy. GA’s
maintain a set of points (genomes) in a function space. When
the optimizer is started an initial population of genomes is
chosen. The parameters of the genomes are initialized ran-
domly but within given bounds. The fitness of the individuals
in the population is then computed (in our case by means of a
device simulation). The simulation result i.e. the target value
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Figure 4: Crossover Operator

is used for selecting individuals for reproduction. The library
(GALIB) we used supports four different flavors of genetic
algorithms namely SIMPLE (as described in [12]), STEADY-
STATE, INCREMENTAL and DEME. They differ in the way in-
dividuals are selected for mating, dying and for surviving. In
case of the SIMPLE genetic algorithm the whole population is
replaced each generation. The STEADY-STATE algorithm re-
places only a part of the population. Some of the individuals
survive into the next generation. The replacement percent-
age defines how many individuals are replaced. In the IN-
CREMENTAL algorithm each generation consists of only one
or two children. Finally, the DEME algorithm evolves several
populations independently each with a STEADY-STATE algo-
rithm. Each generation some individuals are migrated across
the populations.

Genetic Reproduction

Reproduction is controlled by mutation and crossover op-
erators. Crossover defines the procedure for generating a
child from two parents. The crossover probability (Pcross)
is used to decide whether the parents or their children are
taken over into the next generation. Fig. 4 shows the one-
point-crossover method, where a point is chosen randomly to
determine which part of the genome to take from mother and
father respectively. GALIB supports several crossover meth-
ods. For our experiments we used the one-point-crossover
and two-point-crossover algorithms. For the optimization
task crossover is the attempt to find better individuals by
combining the parameters of the best individuals so far.

Mutation introduces new genetic material into a popula-
tion. Mutation occurs with the probability Pry:. One pa-
rameter in a genome is replaced by a randomly chosen value
(within the allowed range).

Genopt

Our genetic optimizer (genopt) is written using GALIB.
For our application we obtained the best results with the
STEADY-STATE algorithm. We used a replacement percent-
age of Prepiace = 0.7 and a population size of 40. Since
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Figure 5: Evolution of the genetic optimizer for Peress =
0.9, Pt = 0.2 and two-point-crossover
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Figure 6: Evolution of the genetic optimizer for Perpss =
0.8, Ppyut = 0.3 and one-point-crossover

GALIB does not support parallel target evaluation our opti-
mizer takes care of evaluating several jobs in parallel.

The parameters of genopt with the most impact are the
crossover probability P.r.ss and the mutation probability
Py¢. Several experiments with different crossover and mu-
tation probabilities were carried out. Fig. 5 and Fig. 6 de-
pict the evolution of the genetic algorithm for two differ-
ent combinations of crossover and mutation probability and
crossover method. The solid line is a plot of the best individ-
ual of each generation. Note that the best individual within
a population sometimes occurs at a lower evaluation number
thus appearing below the solid line.

The parameter combination depicted in Fig. 5 leads to the
best result for our application.

2.3 Simulated Annealing

Simulated Annealing is an optimization technique which
was first introduced by Kirkpatrick in 1983 [13]. It is com-
prised of three functional relationships: The generation func-

tion g(&), where £ = {z%;i = 1, D} with dimension D, the
acceptance function h(Z) and the annealing schedule func-
tion T'(k) with the time step k. The optimization itself takes
place iteratively. Initially, the algorithm starts from a ran-
domly chosen point from which the fitness is computed. Next
a new point is chosen using g(Z). In case the fitness of this
point is better than the fitness of the other one, the new point
is taken over. In case the fitness is worse the point is accepted
by a probability ~(Z). Another point is always chosen based
on the best point so far. With each iteration the probabilities
for large deviations from the best point and for acceptance
decrease. This results in a behavior where distant points are
explored at the beginning (high temperature) but not gener-
ated or rejected respectively as the temperature cools down.

For the standard Boltzmann Annealing g(Z), k(%) and
T (k) are given by:

D AR
9@ = (@rT)"% exp (~—2; ) : @
1
h(Z) = ) 3
@ 1+exp (—“‘——E" }—E'“)

with the deviation AT = Z — &y of the new state from the
previous one. It was shown [14] that a global minimum will
be found if the temperature is decreased no faster as given

by (4).

Siman

Our simulator (siman) is based on the VERY FAST SIMU-
LATED RE-ANNEALING [3] algorithm by L. Ingber. The al-
gorithm defines a generation rate which allows for an expo-
nentially decreasing time step function:

Ti(k) = Tosexp (—cik ) )

with ¢; = m; exp (— %ﬂ ) , where m; and n; are tuning param-
eters. The values T; are the initial annealing temperatures.

To account for different sensibilities of the parameters
the algorithm periodically re-scales the annealing time k.
The range over which the more insensitive parameters are
searched is stretched out with respect to the more sensitive
parameters (RE-ANNEALING).

Fig. 7 shows the progress of siman. Standard parame-
ter settings were used. Compared to genopt this optimizer
reaches the same target value within approximately one third
of evaluations.

3 CONCLUSION

We conclude that among the global optimization
strategies we evaluated, simulated annealing seems to be
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Figure 7: Evolution of the simulated annealing optimizer

best suited for the case of our inverse modeling application.
We observed that for a larger number of evaluations (sev-
eral thousands) siman delivered nearly optimal target values,
whereas genopt’s optima did not drop below a certain value.
This calls for further experimenting with P.ross and Py
and other parameters during the evolution. However, the op-
timal settings for these parameters are difficult to extract. We
found that the VERY FAST SIMULATED RE-ANNEALING al-
gorithm is faster than the STEADY-STATE genetic algorithm
by at least a factor of three. This conforms to the experi-
ments done by L. Ingber [15] who reports a speed difference
of about one magnitude.

The local gradient-based method is the fastest if the initial
guess is chosen appropriately but stops in a local minimum
or even fails to converge. In this case the whole optimization
must be restarted with a different initial guess.

Compared to a local optimizer the presented global opti-
mization techniques demonstrate robust optimization strate-
gies which are essential in cases where an appropriate initial
guess is not available.

Further investigations will combine the advantages of
global and local optimization techniques. One could imagine
a scenario where for each globally found target value below
a certain limit (e.g. 15), a separate local optimizer is tried for
a certain time period. This combines the robustness of the
global technique with the speed of the local one.
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